# Setup Project

* Create a new Unity project using the 3D template
* In **Assets** menu 🡪 **Import Package 🡪 Custom Package**
  + Choose the Prototype-4-Starter-Files
* Open the Scene labeled **Prototype 4**
* Delete the **SampleScene**

# Add & Setup Player Character

* In the Hierarchy, click **Create 🡪 3D Object 🡪 Sphere**
* Rename the object as "Player”
* In the Transform component:
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    back to (0, 0, 0)
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* If you position the Scene view so that you are fairly flat with the surface of the platform, you will see that the sphere is slightly below the surface. Drag the sphere on the **Y-axis** up so that the sphere is above the platform.  
  (Or just set it's Y position to **0.1**)
* Add a **Rigidbody** component so we can apply physics
* Look in the **Assets🡪Textures** folder, find a texture and drag it onto the sphere (either directly onto the sphere in the Scene view, or onto the Player object in the Hierarchy view). For this demo, we will use **PolygonPrototype\_Texture\_Grid\_Glass\_01**

# Create a Focal Point for the Camera

*For this game, the camera is supposed to rotate around the platform. To accomplish this, we will create an empty game object in the center of the platform that will be used to rotate the camera around. The camera should rotate when the user presses left/right arrow keys.*

* In the Hierarchy, create an **Empty Game Object**, and name it "Focal Point”
  + Use the gear icon in the transform component to reset it's position to (0, 0, 0)
* In the Hierarchy drag the **Main Camera** onto the Focal Point, so that the camera becomes a child of the focal point. This "attaches" the camera to the focal point so that when the focal point rotates, the camera moves with it. *Go ahead and try changing the Y-axis rotation and see the camera move with it – but change it back to 0 when you get finished.*
* Create a **Scripts** folder under the **Assets** folder
* Create a new C# script called **RotateCamera** 
  + Drag the script onto the **Focal Point** object so add the script as a component

*Now, update the script so that the user can rotate the camera around the platform by using the left/right arrow keys.*

* Add a class variable in the **RotateCamera** script to control speed:

public float rotationSpeed = 50;

* Add the **FixedUpdate** method: void FixedUpdate()
* In the **FixedUpdate** method:
  + Get the player's input:

float horizontalInput = Input.GetAxis("Horizontal");

* + Then rotate the game object on the Y-axis *(in this case, the focal point)*:

transform.Rotate(Vector3.up, horizontalInput \* rotationSpeed \* Time.deltaTime);

# Create a Script to Control the Player

*For this game, the sphere should move forward/backward when the up/down arrow keys are pressed.*

* Create a new C# script called **PlayerController** 
  + Drag the script onto the **Player** object so add the script as a component
* Add class variables for the movement speed and reference to the player's Rigidbody component:

private Rigidbody playerRb;

public float speed = 5;

* In the **Start** method, initialize the Rigidbody reference:

playerRb = GetComponent<Rigidbody>();

* Add the **FixedUpdate** method: void FixedUpdate()
* In the **FixedUpdate** method::
  + Get the player's input:

float forwardInput = Input.GetAxis("Vertical");

* + Then add force to move the sphere in the forward direction:

playerRb.AddForce(Vector3.forward \* forwardInput \* speed);

* Test the game to see the player movement and the camera movement

# Update the PlayerController

*Instead of the sphere moving in a global forward/backward motion, we want it to move forward in relation to the camera position (i.e. when UP is pressed, the sphere should move in the same direction that the camera is facing)*

* Add a class variable to hold a reference to the focal point:

private GameObject focalPoint;

* In the **Start** method, initialize the focal point reference:

focalPoint = GameObject.Find("Focal Point");

* Modify the **Update** method to change the direction in which the force is added, so that instead of always adding force in the global forward direction (Vector3.forward), it will be added in the same direction as the game object is facing:

playerRb.AddForce(**focalPoint.transform.forward** \* forwardInput \* speed);

# Create an Enemy

* In the Hierarchy, click **Create 🡪 3D Object 🡪 Sphere**
* Rename the object as "Enemy”
* In the Transform component:
  + Set the enemy's **position** to **(0, 0.1, 6)**
  + Set the XYZ **Scale** all to **1.5**
* Look in the **Assets🡪Textures** folder, find a texture and drag it onto the sphere. For this demo, we will use **PolygonPrototype\_Texture\_Grid\_03**
* Create and assign a **Tag** to the enemy called "Enemy"
* Add a **Rigidbody** component so we can apply physics
* Test the game and try to push the white sphere off of the platform. Pay attention to how the objects interact and move.

# Modify Physics Properties

* Create a new folder called **Physics Materials**
* Right-click on the folder, and **create a new Physics Material**. Name it "Bouncy"
* Drag the Bouncy material onto both the player and enemy objects *(look for it under the Sphere Collider if you want to make sure it was added properly)*
* In the Inspector for the **Bouncy material**, change the following properties:
  + **Bounciness: 1** *to add some bounciness when they collide*
  + **Bounce Combine: Multiply** *to amplify/multiply the bounciness of the two colliding objects*

# Create a Script for the Enemy to Follow the Player

* Create a new C# script called **Enemy** 
  + Drag the script onto the **Enemy** object so add the script as a component
* Add class variables for the movement speed, reference to the enemy's Rigidbody component, and a reference to the player:

private Rigidbody enemyRb;  
private GameObject player;

public float speed = 3;

* In the **Start** method, initialize the Rigidbody and player references:

enemyRb = GetComponent<Rigidbody>();  
player = GameObject.Find("Player");

* Add the **FixedUpdate** method: void FixedUpdate()
* In the **FixedUpdate** method, add code that move the enemy toward the player:

Vector3 lookDirection = (player.transform.position - transform.position);  
enemyRb.AddForce(lookDirection \* speed);

*Note that by subtracting the enemy's position from the player's position, we end up with a vector that indicates the direction the enemy must travel in to reach the player, and also indicates the distance that must be traveled.*

* Play the game and notice how aggressively the enemy pursues the player – even if both objects fall off the platform!  *As the distance between player and enemy increase, the force is increased.*
* To understand the calculations a little better, you can add the following debugging lines. Pause the game and then press play so that you can see the initial values printed to the console.

Debug.Log(player.transform.position);

Debug.Log(transform.position);

Debug.Log(lookDirection);

* Modify the calculation so that the vector only represents the direction, but NOT the distance to travel. In this way, the enemy will not increase in force/speed as distance increases:

Vector3 lookDirection = (player.transform.position -   
 transform.position)**.normalized;**

* Play the game again and notice that the enemy movement is more reasonable – and also notice the difference in the debugging statements.

# Create an Enemy Spawn Manager

* Create a **Prefabs** folder
  + Drag the **Enemy** object into it to create an enemy prefab
  + Delete the Enemy from the Hierarchy
* Create an empty object in the Hierarchy called **Spawn Manager**
* Create a new C# script called **SpawnManager** and drag it onto the Spawn Manager object
* Add a class variable for the enemy prefab reference:

public GameObject enemyPrefab;

* To make the enemy spawn at a random position, in the Scene view, position the view direcly overhead of the platform, and move the Spawn Manager object around on the X and Z axes to find the range of space where an enemy should appear. For this demo, it will be a range of **-9 to +9.**
* Add a class variable for the enemy prefab reference:

private float spawnRange = 9;

* Create a new method to generate and return a random spawn position:

private Vector3 GenerateSpawnPosition()

{

float spawnPosX = Random.Range(-spawnRange, spawnRange);

float spawnPosZ = Random.Range(-spawnRange, spawnRange);

return new Vector3(spawnPosX, 0, spawnPosZ);

}

* In the **Start** method, add code that creates an enemy at a random position:

Instantiate(enemyPrefab, GenerateSpawnPosition(), enemyPrefab.transform.rotation);

# Powerups

*The player should be able to pickup a powerup that will give them super strength (to push the enemy far away from the player). The powerup is only good for 5 seconds. At the end of the 4 seconds, the powerup should disappear.*

* In the **Pickups** folder, look for the **Gem\_01** object and drag it into the Hierarchy.
  + Rename it as "Powerup"
  + Change it's position temporarily to (0, 0, 4)
  + Change it's scale to (2, 2, 2)
* Add a **Box Collider** component to the powerup
  + Check the **Is Trigger** box
* Create and assign a **Tag** to the powerup called "Powerup"
* Drag the Powerup into the **Prefabs** folder, and choose **Original Prefab** when asked

# Add Code to Support the Powerup

* In the **PlayerController** script add class variables to record when the player has a powerup, and the strength of the powerup, and how long the powerup should last:

public bool hasPowerup = false;  
private float powerUpStrength = 15;  
private float powerUpTime = 5;

* Add the **OnTriggerEnter** method. *Remember that you can press Ctrl+Shift+M to bring up the list of methods that can be added.*

private void OnTriggerEnter(Collider other)

* Write code for the OnTriggerEnter that will remove the powerup from the scene when the player runs into it, and record that the player has it

if (other.CompareTag("Powerup"))

{

Destroy(other.gameObject);

hasPowerup = true;

}

* Add the **OnCollisionEnter** method.

private void OnCollisionEnter(Collision collision)

* Add code to check if the player has collided with an enemy while holding the powerup:

if (collision.gameObject.CompareTag("Enemy") && hasPowerup)

* Inside the IF statement, add code to:
  + Get the Rigidbody component for the enemy that the player collided with:

Rigidbody enemyRb = collision.gameObject.GetComponent<Rigidbody>();

* + Calculate the direction to send the enemy away from the player, by subtracting the player's position from the enemy's position:

Vector3 awayFromPlayer = collision.gameObject.transform.position - transform.position;

* + Apply a force to the enemy to send it away. This line sends the enemy in the calculated direction multipled by a value that will give more strength to the force, and uses the *Impulse* ForceMode so that the force is applied instantly.

enemyRb.AddForce(awayFromPlayer \* powerUpStrength, ForceMode.Impulse);

# Add a Timer to Remove the Powerup

* In the **PlayerController** script, create a *coroutine method* to wait for the amount of time that the powerup should last, and then remove it from the player. Recall that a coroutine is used when a block of code will take more than one frame to complete.

IEnumerator PowerupCountdownRoutine()

{

yield return new WaitForSeconds(powerUpTime);

hasPowerup = false;

}

* In the **OnTriggerEnter** method, when the player picks up the powerup, start the count down timer:

StartCoroutine(PowerupCountdownRoutine());

# Add a Powerup Indicator

* In the **Powerup Indicators** folder, find a powerup indicator and drag it into the Hierarchy. For this demo, we will use **SelectionRing\_02**
  + Rename it as "Powerup Indicator"
  + Make it larger by changing its **scale** to **(3, 1, 3)**
  + Move it to the bottom of the sphere to **position (0, -0.5, 0)**
* ![](data:image/png;base64,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)In the Inspector, beside the name of the object uncheck the box to make the object inactive
* In the **PlayerController** script, add a class variable that will be a reference to the powerup indicator:

public GameObject powerupIndicator;

* In the Unity editor, drag the powerup indicator object onto the **Powerup Indicator** reference in the Player's Player Controller script.
* In the **PlayerController** script, **OnTriggerEnter**, when the player picks up the powerup, the indicator object should be enabled:

powerupIndicator.gameObject.SetActive(true);

* And in the **PowerupCountdownRoutine**, when the powerup is lost, the indicator should be disabled

powerupIndicator.gameObject.SetActive(false);

# Make the Powerup Follow the Player

* In the **PlayerController** script, add a class variable to record the starting position of the powerup indicator, as it was set in the Unity editor:

private Vector3 powerUpOffset;

* In the **Start** method, record the powerup indicator starting position:

powerUpOffset = powerupIndicator.transform.position;

* In the **FixedUpdate** method, make the powerup indicator follow the player's position, but offset it by the same amount that it was at the start of the game:

powerupIndicator.transform.position = transform.position + powerUpOffset;

# Create Waves Of Enemies

*When all enemies are pushed off of the board, a new wave of enemies should appear, with one more enemy than we had before.*

* In the **SpawnManager** script, remove the code from the **Start** method, and move it into a new method that will be used to spawn a wave of enemies:

void SpawnEnemyWave(int enemiesToSpawn)

{

for(int i = 0; i < enemiesToSpawn; i++)

{

Instantiate(enemyPrefab, GenerateSpawnPosition(),   
 enemyPrefab.transform.rotation);

}

}

* To test, in the **Start** method, you can simply call the method with the number of desired enemies:

SpawnEnemyWave(3);

# Destroy Enemies When They Fall Off

* In the **Enemy** script, in the **Update** method, write code to check if an enemy is below the platform, and if so, destroy it:

if (transform.position.y < -10)

{

Destroy(gameObject);

}

* In the **SpawnManager** script, we need to keep track of how many enemies we currently have. Add a class variable to track this:

public int enemyCount;

* In the **Update** method, get the count of enemies. We will do this by finding all objects of a certain type (in this case the type == *Enemy*, which is the enemy script attached to each enemy). This will return an array, which we can then check the length of.

enemyCount = GameObject.FindGameObjectsWithTag("Enemy").Length;

* Then, whenever the enemyCount drops to zero, spawn a new wave of enemies:

if (enemyCount == 0)

{

SpawnEnemyWave(3);

}

* Test the game now to see all of this in action

# Increase Enemy Count with Waves

* In the **SpawnManager** script, add a class variable to keep track of which wave the player is on:

public int waveNumber = 1;

* In the **Start** method, modify the starting enemy code:

SpawnEnemyWave(waveNumber);

* And in the **Update** method, increase the wave each time a group is wiped out:

if (enemyCount == 0)

{  
 waveNumber++;

SpawnEnemyWave(waveNumber);

}

* Test the game now to see all of this in action

# Spawn a Powerup with Each Wave

* In the **SpawnManager** script, add a method to spawn a powerup at a random position:

void SpawnPowerup()

{

Instantiate(powerUpPrefab, GenerateSpawnPosition(),  
 powerUpPrefab.transform.rotation);

}

* In the **Start** method, and in the **Update** methods, spawn the powerup

SpawnPowerup();

* In the Unity editor, remove the powerup that's in the Hierarchy

# Stop Spawning When Player Falls Off

* In the **SpawnManager** script, add a class variable for game over:

public bool gameOver = false;

* In the **Update** method, set the gameOver variable by trying to find the player, and then change the IF statement to run only if the game isn't over:

gameOver = !GameObject.Find("Player");  
  
if (enemyCount == 0 && !gameOver)